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Abstract – To build quality into a software (SW) system 
necessitates supporting quality-related lifecycle activities during 
the software development. In software engineering, software 
Verification and Validation (V&V) processes constitute an 
inherent part of Software Quality Assurance (SQA) processes. 
A subset of the V&V activities involved are:  1) bidirectional 
traceability analysis of requirements to design model elements, 
and 2) software testing. Yet the complex nature of large SW 
systems and the dependencies involved in both design models 
and testing present a challenge to current V&V tools and 
methods regarding support for trace analysis. One of software’s 
essential challenges remains its invisibility, which also affects 
V&V activities. This paper contributes VR-V&V, a Virtual 
Reality (VR) solution concept towards supporting immersive 
V&V activities. By visualizing requirements, models, and 
testing artifacts with dependencies and trace relations 
immersively, they are intuitively accessible to a larger 
stakeholder audience such as SQA personnel while supporting 
digital cognition. Our prototype realization shows the feasibility 
of supporting immersive bidirectional traceability as well as 
immersive software test coverage and analysis. The evaluation 
results are based on a case study demonstrating its capabilities, 
in particular traceability support was performed with ReqIF, 
ArchiMate models, test results, test coverage, and test source to 
test target dependencies. 
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I.  INTRODUCTION 
This paper extends out Virtual Reality (VR)-based 

immersive test coverage capability presented in VR-
TestCoverage [1], extending its scope to support software 
(SW) Verification and Validation (V&V) activities in VR, in 
particular support for immersive trace analysis of 
dependencies between requirements, design models such as 
ArchiMate, test results, test coverage, and test source to test 
target dependencies.  

The IEEE 730-2014 Standard for Software Quality 
Assurance Processes [2] includes evaluation tasks that 
specifically include the terms verify and validate, otherwise 
known as V&V. During the development lifecycle, software 
validation is the technical process that evaluates and provides 
evidence about software satisfying requirements, intended 
usage, and user needs [3]. During the software development 

lifecycle, software verification is the technical process of 
evaluating the software or component and associated artifacts 
for objective evidence that activities performed during each 
development process satisfy the criteria for that lifecycle 
activity [3]. The stated intention of V&V is to support an 
organization in building quality into the software during its 
development life cycle [4]. V&V does so by ensuring that 
requirements meet certain quality criteria (e.g., complete, 
correct, consistent, accurate). Conformance with an activity’s 
requirements and the product’s requirements is determined by 
assessing, analyzing, reviewing, inspecting, and testing 
products and processes [4]. Depending on the required 
integrity level, SW testing varies in the types, degree, and 
scope performed to support V&V at various levels, e.g., 
construction verification via unit testing, integration testing, 
or system testing. Furthermore, in Annex E of [2] for Industry-
specific guidance for applying IEEE 730-2014, the definition 
of software verification for the medical device industry 
includes: “Software testing is one of many verification 
activities intended to confirm that software development 
output meets its input requirements.” Indeed, without 
executing SW dynamically via SW testing, one would be hard 
pressed to confirm its requirements are satisfied. Traceability 
analysis involving bidirectional tracing between elements is a 
common task specified in many V&V activities. tracing 
between (product/system or process) requirements, design, 
construction, test, and other elements to check of correctness, 
completeness, and consistency [4]. Thus, tracing (dependent 
on traceability) and testing (either reviewing thereof or 
performing) are inherent tasks accompanying V&V. 

Despite the apparent importance of traceability, the 
software industry lacks explicit support for bidirectional 
traceability across software artefacts, e.g., via international 
specifications, formats, automation, or non-proprietary 
popular tools. This situation often results in traceability being 
a manual effort documented utilizing spreadsheets or text 
documents as exemplified in [5] and [6]. Confounding the 
traceability issues for V&V are the inherent properties and 
essential difficulties of software according to Brooks [7]: its 
complexity, conformity, changeability, and invisibility. 
Brooks stated that the invisibility of software is an essential 
difficulty of software construction because the reality of 
software is not embedded in space. With regard to V&V and 
traceability support for larger SW systems, comprehension 
challenges emerge for stakeholders due to two main aspects: 
as the quantity and granularity of elements and related 



artifacts increase, the inter- and intra-dependencies that 
traceability considers exacerbate the complexity.  
Furthermore, the invisibility of these “implicit” relations in 
current tooling diminishes comprehension due to a lack of 
visualization capability that can extend across artifacts, 
model, and heterogeneous tool elements. 

As a powerful visualization capability, Virtual Reality 
(VR) could potentially address aspects of both: 1) invisibility, 
due to its digital nature and ability to portray artificial 
constructs, and 2) complexity, due to its unlimited immersive 
space. VR thus provides an unlimited immersive space for 
visualizing and analyzing 3D spatial structures viewable from 
different perspectives. Müller et al. [8] compared VR vs. 2D 
for a software analysis task, finding that VR does not 
significantly decrease comprehension and analysis time nor 
significantly improve correctness (although fewer errors were 
made). While interaction time was less efficient, VR 
improved the user experience, was more motivating, less 
demanding, more inventive/innovative, and more clearly 
structured. Via its unique visualization and immersive 
capability, VR can support V&V trace visualization and 
analysis while providing a motivational benefit. 

As to our prior work, with regard to modeling in VR, VR-
UML [9] and VR-SysML [10] provide VR-based 
visualization of Unified Modeling Language (UML) [11] and 
System Modeling Language (SysML) [12] diagrams 
respectively, with VR-EA [13] supporting immersive 
ArchiMate [14] EA models. VR-SysML+Traceability [15] 
investigated SysML-centric traceability support in VR via 
automated extraction of manually placed requirement ID 
annotations in code and test files referencing requirements 
modeled in SysML and depicting test pass rates; yet it did not 
address ReqIF [16] sources, ArchiMate, nor automated test 
coverage nor test dependency aspects.  

Extending the immersive test coverage and tracing 
capability of VR-TestCoverage [1], this paper contributes the 
solution concept VR-V&V towards supporting immersive 
V&V activities. It visualizes requirements extracted from 
ReqIF together with design models and testing artifacts, 
showing dependencies and trace relations immersively to 
address invisibility and complexity issues. Thus, 
comprehension for V&V tracing can be improved while being 
intuitively accessible to a larger stakeholder audience (such as 
SQA personnel). Our prototype realization shows its 
feasibility. The case-based evaluation provides insights into 
its capabilities, in particular traceability support with ReqIF, 
ArchiMate models, test results, test coverage, and test source 
to test target dependencies 

The remainder of this paper is structured as follows: 
Section II discusses related work. In Section III, the solution 
concept is described. Section IV provides details about the 
realization. The evaluation is described in Section V and is 
followed by a conclusion. 

II. RELATED WORK 
In work related to requirements traceability visualization, 

Li & Maalej [17] found traceability matrices and graphs 
preferrable for management tasks. Graphs were preferred for 
navigating linked artifacts, while matrices were preferred for 

an overview. Users were not always capable of choosing the 
most suitable visualization. Abad et al. [18] performed a 
systematic literature review on requirements engineering 
visualization. Madaki & Zainon [19] performed a review on 
tools and techniques for visualizing SW requirement 
traceability. In none of the above literature were immersive or 
VR techniques mentioned, nor was our own literature search 
able to find similar work. Some software tool vendors provide 
proprietary product solutions to support some aspects of 
traceability, e.g., IBM Engineering Requirements 
Management DOORS Next [20], Perforce Helix ALM [21], 
Sparx Systems Enterprise Architect [22], etc. Yet these 
typically do not address heterogenous design models, cross-
diagram dependencies, integration with ReqIF requirements, 
and test coverage and test target dependencies. In any case, 
they do not support the display of such trace dependencies in 
3D or VR.  

Furthermore, our literature search found no other VR work 
directly addressing test coverage (or code coverage). VR-
related work regarding software analysis includes VR City 
[23], which applies a 3D city metaphor. While it briefly 
mentions that its work might be used for test coverage, it 
shows no actual results in this regard and in this regard only a 
trace mode visualization is depicted.  

Non-VR work on structural testing or code coverage 
includes Dreef et al. [24], which applies a global overview 
test-matrix visualization. Rahmani et al. [25] incorporates 
JaCoCo to process coverage metrics and TRGeneration to 
visualize a control flow graph and assist the tester in 
determining the test input requirements to increase coverage. 
VIRTuM [26] is an IntelliJ JetBrains plugin that provides 
static and dynamic test-related metrics. Alemerien and Magel 
[27] list various coverage tools they assess in their study, 
determining that there is a wide range of differences in how 
the metrics are calculated. Open Code Coverage Framework 
(OCCF) [28] proposes a framework to unify code coverage 
across many programming languages. 

In contrast, our solution is VR-based and thus immersive 
and 3D, leverages requirements in text form via ReqIF, yet 
supports additional requirements modeling in ArchiMate 
(which provides broad modeling support), supports cross-
diagram traceability, and integrates test dependency and test 
coverage for enhanced V&V traceability. In utilizing 
available standardized formats such as ReqIF and ArchiMate, 
to support a non-proprietary and tool-independent integration 
platform. As they are non-standardized, any tool-generated 
code coverage or test report format can be converted into our 
import format and utilized. 

III. SOLUTION CONCEPT 

A. Solution Positioning 
While the solution concept in this paper is focused on 

V&V and specifically traceability support, our other solution 
concepts that address other aspects in the Software 
Engineering (SE) and Enterprise Architecture (EA) area are 
shown in Figure 1. VR-V&V utilizes our generalized VR 
Modeling Framework (VR-MF) (detailed in [11]). VR-MF 
provides a VR-based domain-independent hypermodeling 



framework addressing four aspects requiring special attention 
when modeling in VR: visualization, navigation, interaction, 
and data retrieval. Our VR-based solutions specific to SE 
(VR-SE) include: VR-V&V (the focus of this paper, shown in 
black), which extends VR-TestCoverage [1], and VR-Git 
[29]. In the modeling area, VR-UML [9] and VR-SysML [10] 
and VR-SysML+Traceability [15]. Modeling support 
extending into the EA area includes VR-EA [11], which 
visualizes EA ArchiMate models in VR; VR-ProcessMine 
[30] supports process mining and analysis in VR; and VR-
BPMN  [31] visualizes Business Process Modeling Notation 
(BPMN) models in VR.  VR-EAT [32] integrates the EA Tool 
(EAT) Atlas to provide dynamically-generated EA diagrams 
in VR, while VR-EA+TCK [33] integrates Knowledge 
Management Systems (KMS) and/or Enterprise Content 
Management Systems (ECMS), and VR-EvoEA+BP [34].  

 
Figure 1.  Conceptual map of our various VR solution concepts. 

B. V&V Considerations 
1) Stakeholders: While V&V typically involves a broad 

set of artifacts and activities, SW validation inherently 
involves and references requirements, while SW verification 
regarding realized SW elements will also typically involve or 
assess SW testing. Thus, V&V stakeholders are likely to 
require knowledge of requirements and the ability to assess 
SW testing coverage, as they are an essential part of V&V 
assessments. V&V activities may be performed by 
independent personnel, known as Independent V&V 
(IV&V), and these stakeholders may not be as familiar with 
the requirements, various internals of the SW architecture, 
and associated tests. Thus, an intuitive visualization and 
accessibility of relevant information and tracing can be 
supportive for such stakeholders. 

2) Testing: Software testing is also a Knowledge Area 
(KA) within the SWEBOK [35]. Both the SWEBOK and the 
international software testing standard ISO/IEC/IEEE 29119 
[36] include test coverage measures within their test 
technique descriptions. Test effectiveness is always a 
challenging factor to measure. While test coverage (a.k.a. 
code coverage, in this paper we assume statement coverage) 
as a single factor may not be strongly correlated with test 
effectiveness [37], it nevertheless is still low to moderately 
correlated, and this can be helpful and supportive data for the 
test effort and verification. Considering the adoption rate of 
test coverage by software developers, for an insight into the 
industrial popularity of test coverage, of 512 developers 
randomly surveyed at Google in a 2019 survey [38], 45% 
indicated they use it (very) often when authoring a changelist 

and 25% sometimes. When reviewing a changelist, 40% use 
coverage (very) often and 28% sometimes. Only 10% of 
respondents never use coverage, which conversely means 
90% do. So overall, a substantial number of developers apply 
code coverage regularly and find value in it. Voluntary 
adoption at the project level went from 20% in 2015 to over 
90% by 2019. As to modeling tests (or test modeling), while 
a UML Test Profile is available to extend UML, its industrial 
usage is relatively rare, since the expense of modeling and 
realizing the solution often exact the project effort and 
budget, and typically the preference is for utilizing the testing 
budget for writing and executing tests, rather than expending 
effort on the modeling of tests, which don’t actually expand 
the testing coverage. The first form of traceability to support 
verification is to determine which test actually tested which 
test target. This type of verification is often not performed nor 
supported by test tooling. Usually, if code coverage is 
utilized, it usually does not offer a detailed assessment of 
exactly which test reached which test target line, but rather a 
summary of which lines or branches were reached via some 
test suite. Thus, the bidirectional traceability data is typically 
missing between unit test and test target, and is usually 
assumed using the test names.  

3) Complexity: A V&V visual scalability challenge is 
that with increasing digitalization, the software scope, 
capabilities, and features often increase, resulting in increases 
to requirements, code size, and complexity. Codebases can 
grow and become very large for software projects, be they 
open-source, commercial, or other organizations, as 
exemplified with the over 2 billion Lines of Code (LOC) 
across 9 million source files in a single monolithic repository 
accessed by 25k developers at Google [39]. There are 
estimated to be over 25m professional software developers 
worldwide [40] who continue to add source code to private 
and public repositories. One quality aspect to consider is how 
well this code is tested, and if any codebase changes have 
been covered by tests. With large code bases, visualization of 
test coverage can provide helpful insights, especially into 
what is not covered. As software projects grow in size and 
complexity, an immersive digital environment can provide an 
additional visualization capability to comprehend and 
analyze both the software production code (i.e., test target) 
and the software test suite and how they relate, as well as 
determine areas where the code coverage achieved by a test 
suite is below expectations. 

4) Modeling: With regard to the choice of modeling 
notations, ArchiMate has a much broader modeling scope 
than UML (and SysML, which extends UML via a profile), 
overlapping many modeling notations and thus is able to act 
as a bridge across modeling notations. Besides requirements, 
ArchiMate also supports modeling externally relevant 
aspects such as behavior, interfaces, deployment, and 
infrastructure and how it may interact with other external 
systems. While UML entails approximately 150 modeling 
concepts, compared to the approximately 50 in ArchiMate, 
ArchiMate is relative lightweight, and its simplicity and 
broad support for enterprise and business modeling suggests 
it can perhaps more flexibly support the use of requirements 
with design models. Whereas UML is constrained to fixed 



diagram types, ArchiMate permits custom stakeholder-
oriented views. UML is object-oriented (OO), whereas 
ArchiMate is not constrained in this way, and has, e.g., 
separate service and interface concepts. As to requirements, 
UML offers primarily use cases. In contrast, The Open 
Group’s Agile Guide for using ArchiMate [41] explicitly 
mentions modeling user stories, where “epics” (modeled as 
outcomes), which in turn are realized by “features” (modeled 
as requirements), which are themselves aggregated from 
individual “stories” (also modeled as requirements). 
However, both modeling notations can be used together, as 
described in by an Open Group whitepaper [42]. Thus, while 
our solution concept is design model notation agnostic, for 
demonstration purposes, our prototype realization will focus 
on ArchiMate. 

5) Requirements: Software requirements is a KA within 
the Software Engineering Body Of Knowledge (SWEBOK) 
[35]. Both the SWEBOK and the requirements engineering 
process ISO/IEC/IEEE 29148 [43] mention requirements 
tracing and traceability, also in conjunction with 
requirements validation. We selected ArchiMate for 
requirements traceability modeling, among other reasons for 
its ability to model actors, system goals, and associated 
requirements independent of the narrow concept of Use 
Cases, the only direct form of requirement support that UML 
offers. Furthermore, ArchiMate offers various motivation 
elements such as Principles, Constraints, Value, Meaning, 
Outcome, Driver, Assessment in addition to Goal and 
Requirement, and these offer broad support for the typical 
concepts involved during requirements elicitation and related 
activities. While ArchiMate models support the modeling of 
such requirements concepts, typically they are nevertheless 
not the starting point for requirements. Rather, these are often 
formulated in text form, either more formally in a Software 
Requirements Specification (SRS) or System Requirements 
Specification (SyRS) that may be compliant with 
ISO/IEC/IEEE 29148, or these may come from more agile 
user stories or use cases. These requirements sources are thus 
not directly included or mapped in the design model such as 
ArchiMate. Since the modeling of requirements could incur 
errors, for V&V we thus consider the requirements source to 
be of principal character, and wish to have access to these 
sources in VR. Since ReqIF is a specified exchange format 
supported by requirements engineering tools, we chose to 
support importing ReqIF requirements into VR. This ensures 
that requirement information is complete and nothing is 
overlooked. This does not preclude the powerful 
requirements modeling support in ArchiMate, but rather 
supports V&V of such requirements modeling to the original 
source while remaining contextually immersed in VR. 

6) Traceability: The lack of a traceability standard or 
exchange format limits automation and tool accessibility. 
While vendors may have a proprietary solution, typically the 
inclusion of tracing information is a manual documentation 
effort utilizing spreadsheets or text documents, as 
exemplified in Figure 2 as a typical form template, and with 
a filled-in example in Figure 3.  

 
Figure 2.  Screenshot from a V&V traceability matrix form [5]. 

 
Figure 3.  Screenshot of an example filled-in V&V traceability matrix [6]. 

We thus inserted tracing information manually. 

C. Data Retrieval 
Our solution concept includes a data hub, which is used to 

handle the importing, adapting, and storing of data for internal 
VR access. It supports the import of XML-based ArchiMate 
Model Exchange File Format [44] and ReqIF files to an 
internal JSON format stored in a local database accessible to 
the VR implementation. 

D. Visualization in VR 
A plane is used to group the production code (test suite 

target) as well as the test suite. A tree map using a step 
pyramid paradigm (or mountain range) is used to stack 
containers (i.e., groups, collections, folders, directories, 
packages) in the third dimension (height) on the plane. 

For modeling test target to test source dependencies, a 
visualization challenge was that we initially thought we could 
depict the test target code by simply overlaying a layer on the 
production code and indicating which test “covered” what 
production code. However, once we completed the 
dependency analysis of large projects, we found that while one 
test may have a test target focus, it nevertheless may indirectly 
invoke various other dependent portions of the test target, 
resulting in n-m relations between tests and the test targets. 
This quickly becomes visually cluttered. Thus, we chose to 
keep the visual depiction of the test suite separated from the 
test target (since it can have its own hierarchical organization), 
yet apply the same visualization paradigm to depict 
“containers” or collections as packages or folders.  

E. Navigation in VR 
The space that can be traversed in VR can become quite 

large, whereas the physical space of the VR user may be 
constrained, e.g., to a desk. Thus, the left controller is used for 
controlling flight (moving the VR camera), while the right 
controller is used for interaction. 



F. Interaction in VR 
Since interaction in VR is not yet standardized, in our 

concept, user-element interaction is supported primarily 
through the VR controllers and our VR-Tablet. The VR-Tablet 
is used to provide context-specific detailed element 
information, supporting an internet browser for access to any 
documentation. It provides a virtual keyboard for text entry 
via laser pointer key selection. While it may be potentially 
cumbersome to enter text via a virtual keyboard in VR 
compared to a real keyboard, most V&V traceability analysis 
will likely be focused on confirming or marking or noting 
issues. A potential workaround would be to record the audio 
during the immersion and then transcribe the notes outside of 
VR. Our solution could be readily extended to add annotation 
capabilities to elements directly. 

IV. REALIZATION 
To avoid redundancy, only realization aspects not 

explicitly mentioned in the concept or in the evaluation 
sections are described in this section.  

The logical architecture of our VR implementation is 
shown in Figure 4. VR was realized with Unity and tested with 
HTC Vive. Internally, besides any localized intra-model 
graphs, a MetaGraph script is used to determine and model 
both inter- and intra-relations (edges) between elements 
(nodes) to support bidirectional tracing across any elements or 
models. All exported data is stored in the data hub and 
accessed via scripts from Unity. The JSONUtility library was 
used for JSON processing. 

 
Figure 4.  VR-V&V logical architecture. 

A. Requirements Traceability with ReqIF and ArchiMate  
While our VR-V&V requirements traceability solution 

concept is generic, for the prototype demonstration we 
focused on supporting ReqIF and ArchiMate. As shown in 
Figure 5, the content of an XML-based ReqIF file consists of 
a ReqIF Header, ReqIF ToolExtensions, and ReqIF 
CoreContent. CoreContent consists of primitive strongly-
typed Datatypes definitions (String, Boolean, Integer, Real, 
Enumeration, Date, and XHTML that can include an image). 
SpecTypes are used to define requirement types, such as 
functional, quality, performance requirements, including their 
attributes and possible relationship types. A SpecObject is an 
actual requirement, and acts as container for a requirement and 
holds user-defined attributes, each of a specific SpecType 

and/or Datatype. SpecRelations represent relationships 
between SpecObjects and can have attributes. Specifications 
are a structured view of SpecObjects using hierarchical trees. 
A RelationGroup can be used to group relationships. The 
ReqIFSharp [45] library was used for importing ReqIF files. 

 
Figure 5.  ReqIF structure. 

The ArchiMate Exchange File (XF) format consists of 
three XML Schema Definitions (XSDs) that build on or 
include the prior: first model, then view, and then diagram 
exchange. Since ArchiMate is much more involved and is a 
full enterprise modeling language, the EF is also much more 
involved and won’t be described here, we refer to [44] for 
more information. 

To demonstrate traceability, in ReqIF Studio [46] 
ArchiMate element ID strings were manually added to ReqIF 
SpecObjects as External Elements: attribute TraceForeignId 
(e.g., id-791), TraceTypeHint (e.g., BusinessActor), 
TraceOriginName (filename), TraceOriginType (e.g., 
ArchiMate), and Trace Text to optionally name the trace, as 
shown in Figure 6.   

 
Figure 6.  ReqIF Studio External Elements used for ArchiMate tracing. 

 
Figure 7.  ReqIF file snippet example of use case. 



Alternatively, Requirement IDs could also be added to 
ArchiMate element properties to refer to the requirement. 
These ReqIF attributes were utilized by the MetaGraph to 
determine the traces. An example use case snippet from a 
ReqIF file is shown in Figure 7. A user story example ReqIF 
file snippet is shown in Figure 8.  

 
Figure 8.  ReqIF file snippet example of user story. 

To compare the realization of our VR visualization of an 
ArchiMate model, we use the ArchiSurance [47] example. 
The 2D view available in Archi [48] is shown in Figure 9.  The 
equivalent ArchiMate diagram in VR-V&V is shown in 
Figure 10. Our backplane concept, with randomly colored 
traces of elements that exist on other diagram planes, is 
depicted in Figure 11. To reduce visual clutter across the 
diagrams, these leave from below the element and go to a 
backplane on which all ArchiMate diagrams are aligned, 
allowing one to follow a trace between diagram planes. This 
capability is not available in typical ArchiMate tools that offer 
2D views.  

 
Figure 9.  Screenshot of partial model of ArchiMate ArchiSurance example 
in the desktop Archi tool. 

 
Figure 10.  ArchiMate ArchiSurance example model in VR-V&V. 

 
Figure 11.  ArchiMate ArchiSurance example model in VR-V&V. 

B. Test Tracing Realization 
While our VR-V&V test coverage solution concept is 

generic, for the prototype demonstration we focused on the 
.NET platform. As a test coverage tool, we utilized JetBrains 
dotCover. This Microsoft Visual Studio plugin is a .NET Unit 
test runner and code coverage tool that can generate a 
statement coverage report in JSON, XML, etc. as shown in  
Figure 12.  While it is a static analysis tool, it can also import 
coverage reports. A challenge we faced is that among the 
coverage tools we considered, they only report on 
dependencies between test targets, and do not explicitly 
indicate or name direct dependencies to the invoking test. 

Thus, to determine C# code dependencies, Visual Studio 
2022 Enterprise Edition (EE) was used, which provides a 
Code Map that is stored as a Directed Graph Markup 
Language (DGML) file. Its XML-like format is converted to 
JSON as shown in Figure 13.  This dependency report is then 
partitioned into a node report and a link report. Only direct 
dependencies between test and test target are considered, 
otherwise the dependency structure could readily become very 
complex with large sets of intermediate nodes and their 
interdependencies. 



 
Figure 12.  DotCover coverage report snippet for the Geocoding.net project. 

 
Figure 13.  Code Map snippet (in JSON) for the Geocoding.net project for 
determining dependencies. 

With regard to VR visualization, to attempt to retain the 
intuitive paradigm of test “coverage,” we elected to place the 
test suite visualization directly above the test target, rather 
than on the sides as shown in Figure 14. That way, 
dependencies can be followed from top to bottom during VR 
navigation. Since the most concrete tests are typically the 
smallest (greatest depth being the structural leaves), the test 
suite uses depth to bring these closer to its target. 
Dependencies are then shown as lines between the test and test 
target, analogous to puppet strings. A selected line can be 

either highlighted or alternatively configured to ghost all 
others. 

Testers focused on test coverage are typically concerned 
about the overall coverage (e.g., to compare its level against 
some high-level test goal), while also concerned about 
assessing details and risks as to which areas were not covered 
by tests. Thus, in VR our visualization of the System Under 
Test (SUT) or test target is shown on a plane using stepped 
pyramids for a 3D effect, with the coverage percentages for a 
container (folder, directory, package) shown on each side.  

The lowest level container is on the bottom and represents 
the entire project. The test suite is projected above this onto a 
separate plane and upside-down, also using stepped pyramids 
for containers.  

 
Figure 14.  VR-V&V: test suite and test results visible on top, test target and 
code coverage shown on bottom; the VR-Tablet is visible on the right as are 
dependencies (magenta lines). 

The test coverage of the test targets is indicated via a bar 
on all four sides so that from any perspective the coverage is 
visually indicated as seen in Figure 15. A bar graph is used on 
all sides, with blue visually indicating the percentage of 
coverage and black used for the rest (the exact coverage 
percentage is also shown numerically). A stepped pyramid 
paradigm is used to portray the granularity, with the highest 
cubes having the finest granularity or depth, and the lowest 
being the least granular. For instance, a user can quickly hone 
in on overall areas with little to no blue, meaning that coverage 
there was scarce, and one can quickly find and focus on details 
(without losing the overview) by focusing on the higher 
elevations.  

 
Figure 15.  VR-V&V: test coverage showing stepped pyramid with highest 
points being finest granularity. 



 
Figure 16.  VR-Tablet showing coverage report details for the selected 
element (non-selected elements become transparent). 

Selecting a test target element causes all other target 
elements and unassociated dependency links to become 
transparent, while element-relevant details from the coverage 
report can be inspected in the VR-Tablet as shown in Figure 
16.  

V. EVALUATION 
We base the evaluation of our solution concept on design 

science method and principles [49], in particular, a viable 
artifact, problem relevance, and design evaluation (utility, 
quality, efficacy). To evaluate our prototype realization of our 
solution concept, a case study is used based on two main 
scenarios supporting V&V: 1) requirements and design model 
tracing, and 2) test coverage and test source tracing. 

A. Requirements Traceability with ArchiMate Scenario 
For an example ArchiMate design model we used the 

ArchiSurance [47] to demonstrate requirements traceability 
between ReqIF-based requirements and an ArchiMate model 
in VR. The requirements examples used are shown in ReqIF 
Studio for use cases in Figure 17 and user stories in Figure 18. 
User stories and use cases are written as plain text. 

For visualization in VR, requirements specified in a ReqIF 
file are placed on purple planes, with either all on a single 
plane or split across multiple planes if desired. A requirement 
can be a use case (denoted with the stereotype <<UseCase>>), 
a user story (denoted by the stereotype <<UserStory>>), or 
any other type of requirement. The color of the requirement 
indicates the number of relations with external elements:  
• if none, it is colored red (perceived as peach here, as a 

warning the requirement has no trace and may be 
unaddressed);  

• if it has at least one relation and all elements are shown, 
it is green (see Figure 19);  

• and if it relates to more elements than can be shown on 
the plane, it is blue.  

This can be seen in Figure 20, where only two elements 
are seen in the requirement, but once selected, actually four 
elements are traced to the external elements plane below. A 
selected element is outlined with red. 

 
Figure 17.  Screenshot of a use case document in ReqIF Studio. 

 
Figure 18.  Screenshot of a user story document in ReqIF Studio. 

 
Figure 19.  Selected user story (left) with requirements traces (blue) showing 
referenced ArchiMate elements; further use cases (to its right) depicted on 
requirements plane. 



 
Figure 20.  Selecting a blue requirement highlights additional external 
elements. 

As shown in Figure 21, external elements specified in the 
ReqIF file are placed on a gray external elements plane shown 
below the requirements plane, and used to relate requirements 
elements to ArchiMate elements. Any external elements that 
are missing links or relations to a requirement (SpecObject, 
e.g., Use Case / User Story) have red colored cubes to draw 
attention a potential issue, while elements with satisfied 
associations remain gray cubes to not draw attention. Since an 
ArchiMate model is present and these elements are linked to 
it, those icons are used to indicate the type. If an element is 
non-existent in the ArchiMate model, then a question mark is 
used as its icon (the VR-tablet will still provide access to its 
details, the available text as provided in the ReqIF file). 

 

Figure 21.  External elements plane: Financial Software element selected 
(outlined in red), green trace to location on other planes; bottom left shows 
an unassociated element (red) of unknown type (question mark icon). 

 
Figure 22.  Highlighted ArchiMate element (red box) and green trace above. 

On ArchiMate diagrams in VR, any connectors on the 
ArchiMate diagrams (that lie flat) have the same layout and 
meaning as in ArchiMate. We introduced backplane traces 

(see Figure 22 and Figure 23) to link and make apparent 
identical elements on different diagram planes. These 
backplane traces are randomly multi-colored and trace to the 
same identity elements on other diagrams and depart below 
the element and follow along a backplane to reduce clutter.  

Selecting an external item (Figure 21) or an ArchiMate 
element referenced within a requirement (Figure 23) will 
highlight the element itself and all other elements representing 
the underlying artefact in the MetaGraph with an outlined red 
box (Figure 24). This will also produce a green trace line 
departing above the element linking these same elements 
across diagrams. A blue trace line also links the containing 
requirement to the external element plane. 

 

Figure 23.  Financial Software element in requirement user story outlined in 
red with green trace to its location on other planes. 

 
Figure 24.  Financial Software element in ArchiMate diagram outlined in red 
with green trace its location on other planes. 

 
Figure 25.  VR-Tablet showing details for a selected external element (not 
associated here with a diagram). 



The VR-Tablet enables access to selected element details 
while in VR, such as an external element (see Figure 25), a 
user story (see Figure 26), a use case (see Figure 27), or an 
Archimate diagram element (see Figure 28).  

 
Figure 26.  VR-Tablet showing details of a selected user story. 

 
Figure 27.  VR-Tablet showing details of a selected use case. 

 

Figure 28.  VR-Tablet showing details of an element selected on an 
ArchiMate diagram. 

Thus, VR-V&V helps support trace analysis of 
requirements and associated elements to design model 
elements such as those in ArchiMate. It shows the feasibility 
of supporting V&V in VR, and that analogously other design 
modeling notations could be similarly supported. Hence, VR-
V&V can support software comprehension for V&V 
traceability tasks by partially addressing invisibility, making 
links and traces visibile in the digital reality of VR, and 
addressing complexity limitations via the unlimited space 
available to present and visualize all design diagrams and 
requirements comprehensively. 

B. Test Tracing Scenario 
Our test coverage scenario considers V&V support for 

analyzing: 1) test results, 2) test coverage, and 3) test 
dependencies. For demonstration purposes, Geocoding.net 
[50] was used as an example C# project. However, any C# 
project could be used by the prototype, and currently any 

coverage tool could be used by mapping and transforming the 
report format to the DotCover JSON format. 

1) Test Result Visualization  
In VR, tests (and their containers) in the test suite (a.k.a. 

test source) are colored based on the test result status: green 
for successful, red if any test failed, and yellow for other (such 
as ignored). To depict test results and overall pass (or success) 
rate, the test suite is visualized as a tree map of all tests using 
a step pyramid for the third dimension to indicate granularity 
via depth. Analogously to how coverage was shown as a 
colored bar on all four sides of a container, on the test suite 
green is proportionally shown for success rate and red for 
failure (yellow for other), with its numerical value also given 
as shown in Figure 29.  

 
Figure 29.  Test suite overview; bar indicates pass percentage for a collection 
(green for pass, red for failed). 

A closeup view showing how test case and unit test 
information is provided, showing the test cases (lowest and 
closest to the test target), the test unit (showing name and 
percentage), and a test container (folder or directory) is 
provided in Figure 30. The VR-Tablet can be used to inspect 
the test results for a selected test. 

 
Figure 30.  Test suite success shown by test case, test unit, and test container 
(folder or directory). 

2) Test Coverage Visualization 
Coverage of the test targets is shown as a bar on all four 

sides and on the elevation, with the blue area visually 
indicating the percentage of coverage, and black used for the 
rest, with the percentage also shown numerically, as shown in 
Figure 15. Details on a coverage target can also be retrieved 
via the VR Tablet as shown in Figure 16.  

3) Test Dependency Trace Visualization  
V&V support for test dependencies is typically not 

supported by test tools. Thus, VR-V&V supports a test 



dependency view, with which stakeholders can view which 
tests are directly invoking or reaching which target code. 
Typically, by convention tests are named in such a way to 
express the test target, yet the actual dependencies could 
nevertheless differ from expectations. This is especially true 
if the test suite consists not only of unit tests but also 
integration or system tests. By eliminating the guess work, 
dependencies could be used to determine which tests are 
primarily reaching a target, and then focus on extending that 
test in order to increase the target coverage. One challenge is 
that there is not necessarily a 1-1 match of a test to its test 
target, thus dependency links provide a way to visualize these 
hitherto hidden dependencies. 

 
Figure 31.  Magenta traces can be followed to dependent test cases. 

VR-V&V depicts the test dependencies of a selected target 
as a magenta-colored trace line. When a selected test target or 
trace is followed, the associated test cases in the test suite are 
opaque, perceived as dark green in Figure 31. And tests can 
be followed to the most granular level of the test case which 
remain opaque as seen in Figure 32. Unassociated tests are 
made partially transparent (perceived as bright green, bright 
red, or grey). 

 
Figure 32.  Bottom view showing dependent test cases and pass rate. 

The VR-Tablet can be used to inspect test report details 
about a selected test object, with the test method 
(CanCompareForEqualityWithNormalizedUnits), test data 

input values (miles: 1, kilometers: 1.609344), and test status 
(success) shown in Figure 33.  

 
Figure 33.  VR-Tablet showing test case details. 

 
Figure 34.  When a test element is selected, non-applicable target areas are 
greyed out. 

These traces can be followed to the test target plane to 
determine what (sub)target(s) a selected test is actually 
reaching, as can be seen in Figure 34. The non-relevant test 
target areas are then partially transparent.  

 
Figure 35.  All test dependencies shown (by toggling selection). 

By unselecting a test element, all dependency traces are 
restored and all test elements opaque, as can be seen in Figure 
35.  Thus, one can trace overall test groups or determine that 
certain tests are perhaps in preparation, or not (as yet) 
traceable or related to the test target if trace dependencies are 
missing. E.g., this might occur if tests were written before the 
production code has been implemented (e.g., in the case of 
acceptance test-driven techniques). Alternatively, this could 
be an indicator of a test suite and test target mismatch, perhaps 
if the production code was significantly changed without 
making associated changes to the test suite. 



C. Discussion 
The test tracing scenario shows the ability of VR-V&V to 

support test result tracing, test coverage, and test dependency 
tracing. To reduce test redundancy, measuring test target 
coverage can help focus test development on those areas that 
are not yet sufficiently tested or have the most risk. As 
software projects grow, it can be difficult to visualize both the 
software product and the software testing area and their 
dependencies. While direct tracing of requirements to tests 
was not shown in the evaluation, its feasibility is apparent via 
inclusion of test associations in ReqIF SpecObject attributes 
using a test-based TraceOriginType and associated attributes, 
analogous to the ReqIF scenario. 

VI. CONCLUSION 
As software size and its quality expectations grow, its 

invisibility and complexity affect software comprehension for 
V&V stakeholders. VR-V&V contributes an immersive 
solution concept for supporting bidirectional traceability of 
requirements to design elements and analysis of software 
testing dependencies and coverage. The prototype realization 
showed the feasibility of supporting immersive bidirectional 
traceability as well as immersive software test coverage and 
analysis. The evaluation results based on a case study 
demonstrated its capabilities, in particular traceability support 
involving ReqIF, ArchiMate models, test results, test 
coverage, and test source to test target dependency tracing. 
Performing analysis tasks in VR provides a unique immersive 
experience that can enhance and make visible often 
“invisible” traces between various digital artifacts, while 
providing a potential motivational aspect to V&V tasks in 
general. 

Future work includes: integration with VR-SysML, VR-
UML, and VR-Git with expanded support for traceability 
across of all lifecycle artifacts; support for V&V collaboration 
and annotations; and conducting a comprehensive empirical 
study. An automated approach for detecting and associating 
test and code artifacts with requirements is described in our 
prior work VR-SysML+Traceability. We thus intend to 
explore automated code-level traceability support and 
integration of VR-Git to support commit traceability.  
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